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1 Executive Summary

Radio Frequency ldentification (RFID) middleware is a new breed of software system which
facilitates data communication between automatic identification equipments like RFID readers
and enterprise applications. It provides a distributed environment to process the data coming
from tags, filter and then deliver it to a variety of backend applications via various communication
protocols including web services.

This document describes the system design of the CUHK RFID middleware. The middleware is
developed based on the Application Level Events (ALE) Specification Version 1.0 from
EPCGilobal, together with some CUHK specific extensions. The functions CUHK middleware
provides are summarized as follows:

1. Receiving EPCs from one or more data sources
2. Accumulating data over intervals of time
3. Filtering
» eliminate duplicate EPCs
= filter off EPCs that are not of interest
4. Manipulating (grouping & counting) to reduce volume of data
5. Reporting

The middleware is designed as a J2EE application hosted in JBoss server. It connects databases
via JDBC. The middleware interfaces with its clients via ALE standard interface — SOAP for ALE
Clients while HTTP/TCP for Subscribers. The middleware also interacts with readers via reader
adaptors. An application Management Console has been developed for system administration.

The middleware currently supports 4 service endpoints, namely ALEService, TagDataService,
ReaderManager and Notifier. The service endpoints serve as points of communication with
external clients. ALEService and TagDataService are accessible as web services by using SOAP
over HTTP. The ReaderManager can be accessed through RMI/JJRMP, while the Notifier
communicates with subscribers via HTTP or TCP.

The middleware may need to deal with many active readers at the same time. To handle multiple
tag reads simultaneously without performance impact, two database instances are used - one in
memory and the other in disk.

In order to minimize the complexity of middleware and ease server implementation, the
middleware implements one single neutral reader protocol, which assumes that readers are
working in an autonomous mode. Since the actual physical readers do not know about the
standard neutral protocol, Reader Adaptor is implemented to act as a relay between the physical
reader and the middleware. If a physical reader supports autonomous mode, the adaptor simply
acts as arelay. If a physical reader only supports poll mode (as in the CUHK reader), the adaptor
then emulates autonomous mode by polling the reader at regular intervals (the Read Cycle). The
Reader Adaptor also performs registration for the reader in the middleware.

The ALE implementation assumes readers with minimal intelligence, i.e. readers can only report
tag reads and cannot do advanced processing such as pattern filtering. The core business logics
of the middleware are divided into components and are implemented as Enterprise JavaBeans
(EJB).

Version 1.0, 10 August 2007 Page 1
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2 Introduction

Radio Frequency ldentification (RFID) middleware is a new breed of software system which
facilitates data communication between automatic identification equipments like RFID readers
and enterprise applications. It provides a distributed environment to process the data coming
from tags, filter and then deliver it to a variety of backend applications via various communication
protocols including web services. Apart from providing an application-level interface for managing
readers and querying RFID observations, it encapsulates applications from device interfaces. It
also processes raw observations captured by the readers and sensors so that applications see
only meaningful, high-level events, thereby lowering the volume of information that they need to
process.

This document describes the system design of the CUHK RFID System. The implementation of
CUHK RFID system is not only compatible with EPCglobal Application Level Events (ALE)
specification version 1.0, but also provides CUHK specific extensions. In compliance to the
specification, the middleware does not support vendor extension to the ECSpec and ECReports
XML Schemas, but supports the optional FILE Notification URI for writing of ECReports in XML to
afile.

Overall functional components of CUHK RFID System as well as the framework are illustrated in
the following sections, which are organized as follows:

Section 3 provides the references required for understanding the rationale of the system design
and the standard specifications. The relevant references are necessary as the supplements to
this design document. Section 4 describes the architectural representation of the document,
which basically adopts 4+1 View Model. The architectural descriptions of the system are
organized from different perspectives, each of which addresses a specific set of concerns.
Section 5 depicts the relations of the system with external environments; this demonstrates the
interoperability and compatibility of the middleware with external systems.

Section 6 describes the functions provided by the system, and explains the details in terms of use
cases. Section 7 provides the logical view of the system, which includes the architectural design
and design mechanism of the system. Section 8 gives the process view of the system. This
section describes the details of various interfaces, including (1) application to middleware
interface, (2) middleware to application interface, (3) adaptor to middleware interface, (4)
middleware to adaptor interfaces, and (5) the interfaces between middleware and management
console.

According to the design considerations, Section 9 provides the implementation view of the
system. This section states the details of the design in terms of class diagrams, collaboration
diagrams and package diagrams.

Section 10 provides the deployment view. This section describes the environment setup and the
necessary deployment procedures. Data view is provided in Section 11, which gives the design
details of the involved database schema.

Last but not least, Section 12 lists the additional properties of the system.

Version 1.0, 10 August 2007 Page 2
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3 References

Users are expected to acquire general knowledge of middleware and the details listed in the
corresponding specifications. The relevant references are listed in the following table as the

necessary supplement to this design document.

Document Version | Date Organisation
The Application Level Events (ALE) Specification 1.0 15 Sep 2005 | EPCglobal Inc.
Accada’s EPCIS Implementation Developer Guide 0.2.0 8 May 2007 | Accada

EPC Information Services (EPCIS) Version 1.0

Specification 1.0 12 Apr 2007 | EPCglobal Inc.
Quick Start Guide of Middleware Installation 1.0 July 2007 CUHK

CUHK ALE Middleware - Test Plan 1.0 31 Aug 2007 | CUHK

CUHK ALE Middleware - Test Cases 1.0 31 Aug 2007 | CUHK

Tag Capturer - System Design Document 1.0 30 Jul 2007 | CUHK
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4 Architecture Representation

The architectural representation will basically adopt the 4 + 1 View Model as recommended, to
organize the architectural description from different perspectives, each of which addresses a
specific set of concerns:

Requirement View: describes the software requirements, functional and non-functional,
illustrated by significant use cases and scenarios
Logical View: describes the object model of the design, the system decomposition
into layers and subsystems, and the dependencies between them
Process View: describes the concurrency and synchronization aspects of the
design
Implementation View: describes the software’s static organization in the development
environment

Deployment View: describes the mapping of the software onto hardware

Data View: describes the database design for the software

It allows various stakeholders to find what they need in the software architecture. System
engineers can approach it from the logical view, process view and deployment view. DBA can
approach it from the data view. Project managers and software configuration managers can
approach it from the implementation view.
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5 Relation to External Environment

This section provides high-level descriptions of the external systems that relate with CUHK RFID
Middleware. Three applications were developed together with CUHK RFID Middleware for the
purpose of demonstrating the overall data flow in the RFID environment, namely Management
Console, Reader Emulator and Tag Capturer.

e Management Console — provides a bird-view of the running system and provides
administrative and management functions.

e Reader Emulator — provides hardware reader emulation to the middleware.

e Tag Capturer — demonstrates the basic functionalities, including EPCIS connectivity of
the middleware.

Please refer to the corresponding design document for the details of each of these applications.
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6 Requirement View

The CUHK RFID middleware implements the EPCglobal standard, “The Application Level Events
(ALE) specification, version 1.0. In compliance to the specification, the middleware does not
support vendor extension to the ECSpec and ECReports XML Schemas, but supports the
optional FILE Notification URI for writing of ECReports in XML to a file.

Apart from the standard system functions, the middleware supports CUHK Extensions.

6.1 System Functions

The CUHK RFID Middleware provides the following functions:

—

Receive EPCs from one or more data sources
2. Accumulate data over intervals of time
3. Filtering
» eliminate duplicate EPCs
= filter off EPCs that are not of interest
4. Manipulate (grouping & counting) to reduce volume of data
5. Reporting

6.2 CUHK Extensions

Since the ALE Specification does not specify a standard mechanism for middleware to receive
EPCs from data sources, proprietary implementations may be needed to cater for various
readers. In view of flexibility enhancement, it is recommended to simplify reader connections from
different vendors without jeopardizing the standard compliance of the middleware. As a result, a
reader to middleware protocol has been devised and the middleware implements this neutral
protocol. For any other readers that communicate by using this protocol, an adaptor is needed to
be developed for the translation.

To facilitate system administration, a CUHK middleware management console has been
developed to allow direct connection from the middleware. The management console generates
a bird’s eye view of the running system and provides administrative and management functions.

The standard specifies only the manipulation of EPCs as a set of tag IDs, and does not provide
any means for operating the data contained in tags. As we foresee that more and more RFID tags
will be supporting data operation, especially with the use of active tags, we have extended the
standard middleware to support tag data reading and writing.

Version 1.0, 10 August 2007 Page 6
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6.3 Use Cases

The following diagram describes the standard operations required by the specification supported

in the middleware.
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Application Software applications that interact with the middleware to
perform operations as defined by the ALE interface

6.3.1 Define

6.3.1.1 Description
This use case describes the definition of an ECSpec in the middleware
6.3.1.2 Actors

e Application
6.3.1.3 Preconditions
e None

6.3.1.4 Major Flow of Event
1. Application to create an ECSpec object
2. Application to define the ECSpec object with a name
6.3.1.5 Alternate Flows
e DuplicateNameException is thrown when the ECSpec name already exists
e ECSpecValidationException is thrown when the specified ECSpec is invalid
e SecurityException is thrown when the operation was not permitted due to an
access control violation or other security concern
¢ ImplementationException is thrown when other implementation errors occur
6.3.1.6 Post-conditions
e An ECSpec with the specified name is defined in the middleware
e The ECSpec enters the Unrequested state
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6.3.2 Undefine

6.3.2.1 Description
This use case describes the definition removal of an ECSpec in the middleware
6.3.2.2 Actors
e Application
6.3.2.3 Preconditions
e The ECSpec is defined
e The ECSpec is at the Unrequested state
6.3.2.4 Major Flow of Event
1. Application to remove the definition of an ECSpec object with a name
6.3.2.5 Alternate Flows
e NoSuchNameException is thrown when the ECSpec name does not exist
e SecurityException is thrown when the operation was not permitted due to an
access control violation or other security concern
e ImplementationException is thrown when there were other implementation errors
6.3.2.6 Post-conditions
e The ECSpec with the specified name is undefined in the middleware

6.3.3 GetECSpec

6.3.3.1 Description
This use case describes getting an ECSpec from the middleware

6.3.3.2 Actors

e Application
6.3.3.3 Preconditions

e The ECSpec is defined
6.3.3.4 Major Flow of Event

1. Application to get the ECSpec object with a name
6.3.3.5 Alternate Flows

¢ NoSuchNameException is thrown when the ECSpec name does not exist

e SecurityException is thrown when the operation was not permitted due to an

access control violation or other security concern

e ImplementationException is thrown when other implementation errors occur
6.3.3.6 Post-conditions

e The ECSpec with the specified name is returned

Version 1.0, 10 August 2007 Page 8
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6.3.4 GetECSpecNames

6.3.4.1 Description
This use case describes getting a list of names of the ECSpecs defined the middleware
6.3.4.2 Actors

e Application
6.3.4.3 Preconditions
e None

6.3.4.4 Major Flow of Event

1. Application to query for the names
6.3.4.5 Alternate Flows

e SecurityException is thrown when the operation was not permitted due to an

access control violation or other security concerns

e ImplementationException thrown when other implementation errors occur
6.3.4.6 Post-conditions

e Alist of ECSpec names are returned

6.3.5 Subscribe

6.3.5.1 Description
This use case describes the subscription of an ECSpec. The ECSpec will generate event
cycles as long as there is at least one subscriber. Results for each event cycle are sent to
the notification URIs as provided by the subscribers.
6.3.5.2 Actors
e Application
6.3.5.3 Preconditions
e The ECSpec is defined
6.3.5.4 Major Flow of Event
1. Application to subscribe the ECSpec, providing the name of the ECSpec and a
notification URI for receiving the results
6.3.5.5 Alternate Flows
¢ NoSuchNameException is thrown when the ECSpec name does not exist
¢ InvalidURIException is thrown when the URI specified for a subscriber cannot be
parsed
e DuplicatedSubscriptionException is thrown when the specified ECSpec name and
the subscriber URI is identical to a previous subscription that was created and not
yet unsubscribed
e SecurityException is thrown when the operation was not permitted due to an
access control violation or other security concerns
¢ ImplementationException is thrown when other implementation errors occur
6.3.5.6 Post-conditions
e The ECSpec enters the Requested or Active state when it is first subscribed

Version 1.0, 10 August 2007 Page 9
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6.3.6 Unsubscribe

6.3.6.1 Description
This use case describes the un-subscription of an ECSpec.

6.3.6.2 Actors

e Application
6.3.6.3 Preconditions

e The ECSpec is defined

e The application has previously subscribed the ECSpec with the notification URI
6.3.6.4 Major Flow of Event

1. Application to unsubscribe the ECSpec, providing the name of the ECSpec and a

notification URI for receiving the results
6.3.6.5 Alternate Flows

¢ NoSuchNameException is thrown when the ECSpec name does not exist

e NoSuchSubscriberException is thrown when the subscriber does not exist

¢ InvalidURIException is thrown when the URI specified for a subscriber cannot be

parsed
e SecurityException is thrown when the operation was not permitted due to an
access control violation or other security concern

¢ ImplementationException is thrown when other implementation errors occur
6.3.6.6 Post-conditions

e The ECSpec enters the Unrequested state when it is last unsubscribed

6.3.7 Poll

6.3.7.1 Description
This use case describes polling of an ECSpec. The poll call is similar to subscribing and
then unsubscribing immediately after one event cycle is generated except that results are
returned from poll instead of being sent to a notification URI.
6.3.7.2 Actors
e Application
6.3.7.3 Preconditions
e The ECSpec is defined
6.3.7.4 Major Flow of Event
1. Application provides the name of the ECSpec to poll it
6.3.7.5 Alternate Flows
e NoSuchNameException is thrown when the specified ECSpec name does not
exist
e SecurityException is thrown when the operation was not permitted due to an
access control violation or other security concerns
¢ ImplementationException is thrown when other implementation errors occur
6.3.7.6 Post-conditions
e ECReports are returned

Version 1.0, 10 August 2007 Page 10
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6.3.8 Immediate

6.3.8.1 Description
This use case describes the ‘immediate’ action of an ECSpec. The call is like as defining
an ECSpec, performing a single poll operation and then undefining it.

6.3.8.2 Actors

e Application
6.3.8.3 Preconditions
o None

6.3.8.4 Major Flow of Event

1. Application to create an ECSpec object

2. Application to invoke the ‘immediate’ action by passing the ECSpec
6.3.8.5 Alternate Flows

e ECSpecValidationException is thrown when the specified ECSpec is invalid

e SecurityException is thrown when the operation was not permitted due to an

access control violation or other security concerns

e ImplementationException is thrown when other implementation errors occur
6.3.8.6 Post-conditions

e ECReports are returned

6.3.9 GetSubscribers

6.3.9.1 Description
This use case describes the ‘getSubscribers’ action, which returns the lists of subscribers
(the notification URIs) of an ECSpec.
6.3.9.2 Actors
e Application
6.3.9.3 Preconditions
e The ECSpec is defined
6.3.9.4 Major Flow of Event
1. Application provides the name of the ECSpec to get the subscriber list
6.3.9.5 Alternate Flows
¢ NoSuchNameException is thrown when the ECSpec name does not exist
e SecurityException is thrown when the operation was not permitted due to an
access control violation or other security concerns
e ImplementationException is thrown when there was other implementation errors
6.3.9.6 Post-conditions
e Alist of notification URIs are returned
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6.3.10 Get Vendor Version

6.3.10.1 Description
This use case describes the action which returns a string that identifies the vendor
extensions this implementation provides.

6.3.10.2 Actors

e Application
6.3.10.3 Preconditions
o None

6.3.10.4 Major Flow of Event
1. Application to get the vendor version
6.3.10.5 Alternate Flows
e None
6.3.10.6 Post-conditions
e A string specifying the vendor version is returned

6.3.11 GetStandardVersion

6.3.11.1 Description
This use case describes the action which returns a string that identifies the version of ALE
specification this implementation complies with.

6.3.11.2 Actors

e Application
6.3.11.3 Preconditions
e None

6.3.11.4 Major Flow of Event
1. Application to get the standard version
6.3.11.5 Alternate Flows
e None
6.3.11.6 Post-conditions
e A string specifying the standard version is returned
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6.3.12 readData

6.3.12.1 Description
This use case describes the action which reads data from specific tags.
6.3.12.2 Actors

e Application
6.3.12.3 Preconditions
o None

6.3.12.4 Major Flow of Event
1. Application creates a read-data request for a specific tag, with the offset address,
and data length.
6.3.12.5 Alternate Flows
e Application gets error code if the tag is not detected in any reader.
6.3.12.6 Post-conditions
e Application receives the data from the specific tag.

6.3.13 writeData

6.3.13.1 Description
This use case describes the action which writes data to specific tag.
6.3.13.2 Actors

e Application
6.3.13.3 Preconditions
o None

6.3.13.4 Major Flow of Event
1. Application creates a write-data request for a specific tag, with the offset address
and data length.
6.3.13.5 Alternate Flows
e Application gets error code if the tag is not detected in any reader.
6.3.13.6 Post-conditions
e Data is written to the tag.
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7 Logical View
7.1 Architectural Design

The middleware is a J2EE application hosted in JBoss server. It connects databases via JDBC.
The middleware interfaces with its clients via ALE standard interface: SOAP for ALECIient, and
HTTP/TCP for Subscriber. The ALECIient invokes operations in the middleware using ALE API.
The Subscriber is the listener for reporting results. The middleware also interacts with Readers,
through the ReaderAdaptor. There is also a Management Console for system administration.

ALE JBoss Server
ALECIient 1
iS?AP ] ALEService ECSpecValidator
[y}
R
Subscriber \ Timer
,s,}} TagDataService
R
1 O,Q
ECSpeclnstance
Reader |« p ReaderAdaptor
Ry,
A
R Rigps
eader |-t - ReaderAdaptor |
RMijyg ME ReportGenerator
ReaderManager
\3
' A
CUHK | CUHK Reader Controller /w integrated JDBC JDBC
Reader o ReaderAdaptor

RS232 Management
DB (disk) Console DB (memory,

ALEService is a stateless session bean, realized as ALEServiceBean. It implements the ALE
main API class as defined in ALE specification section 8.1. It is exposed as a web service. The
clients access it via SOAP.

TagDataService is a stateless session bean, realized as TagDataServiceBean. It implements the
CUHK'’s tag data read/write extension to the middleware. It is exposed as a web service. The
clients access it via SOAP.

ECSpecValidatoris a standard java utility class. It validates ECSpec according to rules defined in
ALE specification section 8.2.11.

ECSpecinstance is an entity bean, realized as ECSpeclinstanceBean. It represents an ECSpec
defined in the middleware. It also models the lifecycle of the ECSpec by supporting the
Unrequested, Requested and Active state transition. It works with Timer to handle state transition
triggered by timeout.

ReportGenerator is a stateless session bean. It generates ECReports for a given Event Cycle.
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Notifier is a message driven bean. It performs HTTP, TCP and FILE notifications.

Timer is a built-in timer service in J2EE 1.4. It supports the various operations in the ALE
specification related to timeout.

ReaderManager is a stateless session bean. It is exposed as an EJB service endpoint. It allows
reader registration and aggregates tag reads for middleware through interfacing with
ReaderAdaptors, using RMI/JRMP. Tag reads are stored in the in-memory database for
centralized & shared usage by the system.

ReaderAdaptoris a driver program, which interfaces with the native driver of a reader. It performs
tag reads on the actual reader and submits the reads to ReaderManager via RMI/JRMP. It makes
sure that EPCs sent to the middleware in a read cycle are distinct by removing duplicated reads.
It also performs reader registration.

7.1.1  Service Endpoints

The middleware currently has 4 service endpoints, namely ALEService, TagDataService,
ReaderManager and Notifier. The service endpoints serve as the point of communication with
external clients. ALEService and TagDataService are assessable as web services using SOAP
over HTTP. ReaderManager can be accessed through RMI/JJRMP, while Notifier communicates
with subscribers using HTTP or TCP.

7.1.2 Database Storage

The middleware may need to deal with many active readers at the same time. To handle many
tag reads simultaneously without performance impact, two database instances, one in memory,
anther in disk, are used.

The in-memory database is used to store tag reads. The middleware does not provide
persistence for raw tag reads. Persistence of EPC data is not required in the ALE layer as
instructed in the ALE Specification.
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7.1.3 Reader Adaptation

The middleware implements one single neutral reader protocol, which assumes that readers are
working in an autonomous mode. That means, the readers will fire tag reads to the middleware at
a particular frequency when they are active. This is to minimize the complexity of middleware and
ease server implementation to support for various reader protocols.

Since the actual physical readers do not know about the standard neutral protocol,
ReaderAdaptoris implemented to act as a relay between the physical reader and the middleware.
To be specific, the adaptor communicates with the physical reader using proprietary protocol and
relays the EPC reads to the middleware using the standard protocol. If a physical reader supports
autonomous mode, the adaptor simply acts as a relay. If a physical reader only supports poll
mode (as in the CUHK reader), the adaptor will emulate autonomous mode by polling it in regular
intervals (the Read Cycle).

The ReaderAdaptor also performs registration for the reader in the middleware.

The adaptor does not require a 1-1 mapping to the reader. If multiple readers are mapped to an
adaptor, they are being treated and managed by the middleware as a single unit.

The adaptor is placed NEAR the reader, and AWAY from the middleware. This approach helps
reduce the overhead during polling. If the adaptor is placed NEAR the middleware, then for every
poll, the traffic will be generated across the network to the reader, which is inefficient. Since the
adaptor is working in autonomous mode, meaning that the middleware-to-adaptor traffic is
minimal, therefore, an adaptor placing NEAR the reader, says, in the same LAN, would be
optimal. It is expected that the volume of adaptor-to-reader traffic is much more than that for the
adaptor-to-middleware traffic.

7.1.4 Reader Intelligence

The ALE implementation assumes readers with minimal intelligence, i.e. readers can only report
tag reads and cannot do advanced processing such as pattern filtering.
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7.2 Design Mechanism

The core business logics of the middleware are divided into components and are implemented as
Enterprise JavaBeans (EJB).

7.2.1 Entity Beans

An entity bean represents a business object in a persistent storage mechanism. So most entity
bean APIs are setters and getters, and the underlying data persistence logics are handled inside
the function.

7.2.1.1 ECSpecinstanceBean

This bean handles all logics related to a ECSpec. Since state in ECSpec is temporal, the bean
also implements TimedObject from J2EE specification.

Package
» cuhk.ale.ejb

Implemented Interfaces
= javax.ejb.EntityBean
= javax.ejb.TimedObject

J2EE Remote interface of ECSpeclnstanceBean
» Nil (to avoid RMI overhead for entity bean)

J2EE Local interface of ECSpecinstanceBean
= ECSpecinstancelocal

Function list

Return Type Declaration

Void addNotificationURL(java.lang.String specName, java.lang.String url)
Void cancelTimer(ECSpeclnstanceBean.TimerType type)

Void createTimer(ECSpeclnstanceBean.TimerType type, long duration)
Void deleteNotificationURL(java.lang.String specName, java.lang.String url)
ECSpecinstancePK ejbFindByPrimaryKey(ECSpecinstancePK pk)

Void ejbTimeout(javax.ejb.Timer timer)

epcglobal.ale.ECSpec | getECSpec()

ECSpeclinstanceValue | getECSpecinstanceValue()

java.util.List getNotificationURLs(java.lang.String specName)

long getPreviousEndTime()

long getPreviousStartTime()

java.lang.String getSpecName()

long getStartTime()

int getState()

int getStateVersion()

void setECSpec(epcglobal.ale.ECSpec value)

void setECSpeclinstanceValue(ECSpeclinstanceValue value)
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void setPreviousEndTime(long [)

void setPreviousStartTime(long 1)

void setSpecName(java.lang.String value)

void setStartTime(long |)

void setState(int value)

void setStateVersion(int value)

void startTriggerReceived()

void stopTriggerReceived()

void subscribe(java.lang.String notificationUrl)
void Unsubscribe(java.lang.String notificationUrl)
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7.2.2 Session Beans

Session Beans implement business tasks.

7.2.2.1 ALEServiceBean

This bean handles all front tier logics for ALE standard. The bean implements all the APIs as
listed in Section 8 in The Application Level Events (ALE) Specification, Version 1.0. All RMI calls

(including SOAP) should be directed to these functions in order to realize ALE functions.

Package
= cuhk.ale.ejb

Implemented Interfaces
* javax.ejb.SessionBean

J2EE Remote interface of ALEServiceBean
=  ALEService

J2EE Local interface of ALEServiceBean
= ALEServicelLocal

Function list

Return Type Declaration

Void define(java.lang.String specName, epcglobal.ale.ECSpec spec)
epcglobal.ale.ECSpec getECSpec(java.lang.String specName)

java.util.List getECSpecNames()

java.lang.String getStandardVersion()

java.util.List getSubscribers(java.lang.String specName)

java.lang.String getVendorVersion()

epcglobal.ale.ECReports immediate(epcglobal.ale.ECSpec spec)
epcglobal.ale.ECReports poll(java.lang.String specName)

Void startTrigger(java.lang.String specName)

Void stopTrigger(java.lang.String specName)

Void subscribe(java.lang.String specName, java.lang.String
notificationURI)

Void undefine(java.lang.String specName)

Void unsubscribe(java.lang.String specName, java.lang.String

notificationURI)
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7.2.2.2 ReportGeneratorBean

The bean is called in each event cycle for each ECSpec to generate the ECReport.

Package
= cuhk.ale.ejb

Implemented Interfaces
* javax.ejb.SessionBean

J2EE Remote interface of ReportGeneratorBean

* ReportGenerator

J2EE Local interface of ALEServiceBean

» ReportGeneratorLocal

Function list

Return Type

Declaration

epcglobal.ale.ECReports

generateReports(cuhk.ale.EventCycle eventCycle)
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7.2.2.3 ReaderManagerBean
The bean receives the events submitted from the adaptor into the middleware.

Package
» cuhk.ale.ejb

Implemented Interfaces
= javax.ejb.SessionBean

J2EE Remote interface of ReaderManagerBean
*» ReaderManager

J2EE Local interface of ReaderManagerBean
» ReaderManagerLocal

Function list

Return Type Declaration

Void submitALEPhysicalReaderInfo(java.lang.String
readerlD,cuhk.ale.PhysicalReaderInfo physicalReaderInfo)

Void submitALETags(java.lang.String reader|D,java.util.List tags)

7.2.2.4 TagDataServiceBean

This bean provides the middleware the support of tag data reading and writing. These functions
are not specified in the EPCGlobal middleware standard but is designed and implemented as
CUHK extensions to the middleware.

Package
= cuhk.ale.ejb

Implemented Interfaces
* javax.ejb.SessionBean

J2EE Remote interface of TagDataServiceBean
» TagDataService

J2EE Local interface of TagDataServiceBean
» TagDataServiceLocal

Function list

Return Type Declaration
byte[] readData(cuhk.ale.reader.DataSpec data)
Int writeData(cuhk.ale.reader.DataSpec data)
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7.2.3 Message Driven Beans

A Message Driven Bean is similar to a session bean, except it responds to a JMS message rather
than a RMI event.

7.2.3.1 NotifierBean

This bean performs HTTP, TCP and FILE notification. All ECReports to be delivered are sent to
this bean internally via JMS as cuhk.ale.NotifyRequest requests. These requests are then
directed to the NotifierQueue for delivery to corresponding subscribers.

Package
= cuhk.ale.ejb

Implemented Interfaces
» javax.ejb.MessageDrivenBean
» javax.jms.MessagelListener

7.2.3.2 TagWriteActivatorBean

This bean supports asynchronous reads and writes through the messaging support provided by
JMS. They are described in details in the Process View section of the document.

Package
» cuhk.ale.ejb

Implemented Interfaces
= javax.ejb.MessageDrivenBean
» javax.jms.MessagelListener
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7.2.4 EPCGlobal Classes

The EPCGlobal classes are well defined in the specification. According to the specification, the
ECSpec and ECReport should be able to be represented in XML format, and the ALE API should
be accessible via SOAP. Therefore, instead of modelling the EPCGlobal classes directly in Java,
they are developed with the foundation of XML to Java object transformation & SOAP
accessibility. The JAX-WS software library is used to facilitate the process.

7.2.4.1 JAX-WS

JAX-WS stands for Java API for XML Web Services. JAX-WS is a technology for building web
services and clients that communicate using XML. According to the EPCGlobal specification, the
remote procedure calls to the ALE middleware are represented by the XML-based protocol
SOAP. These calls and responses are transmitted as SOAP messages (XML files) over HTTP.

The SOAP messages are complex, and they need to be compliant to the envelope structure,
encoding rules, and conventions defined by SOAP specification. The remote procedure calls and
responses need to follow the Web Service Description Language (WSDL) definitions from
EPCGilobal ALE specification which specifies an XML format for describing the ALE service as a
set of endpoints operating on messages.

With JAX-WS, the complexities of SOAP messages are hided. The developer does not generate
nor parse SOAP messages. It is the JAX-WS runtime system that converts the API calls and
responses to and from SOAP messages. The JAX-WS also provides tools to generate the Java
classes involved from the WSDL definitions and XML schemas.

7.2.4.2 Classes Generation
The EPCGilobal classes are generated using JAX-WS with the following steps:

1. Extract the XML Schemas and WSDL definition from EPCGlobal ALE Specification, resulting
in ALE.xsd, EpcGlobal.xsd and aleservice.wsdl.

2. Modify the ALE.xsdto remove some optional elements related XML Extensibility.

3. Customize the XML binding mainly for package names and to convert XML date time to Java
date time.

4. Inputthe aleservice.wsdlto the ‘wsimport in JAX-WS to generate JAX-WS portable artefacts,
such as Service Endpoint Interface (SEI), Service, Exception class mapped from wsdl:fault (if
any), Async Reponse Bean derived from response wsdl:message (if any) & JAXB generated
value types (mapped Java classes from schema types). Since the artefacts are generated
from the wsdl, therefore, the SOAP implementation will be EPCGlobal compliant.

As a result, two packages are created — epcglobal.ale for ALE defined objects such ECSpec and
ECReports, and epcglobal.ale.soap for SOAP call and response. The logics in the middleware
are programmed to use the XML-bind Java objects.
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8 Process View

8.1

Application to Middleware Interfaces

Upper level applications can access the middleware through the SOAP interfaces. There are two
main sets of interfaces: the ALE standard service interfaces and the CUHK tag data services
interfaces. The SOAP interfaces use HTTP as the transport protocol.

To facilitate application integration, the interfaces come with WSDL definitions, which are
XML-based descriptions for web services defined according to W3C WSDL standard
(http//www.w3.org/TR/wsdl/). Application clients can read the WSDL to determine what functions

are available on the server. The clients can then use SOAP to actually call one of the functions
listed in the WSDL.

The WSDL contains 4 major sections:

1.

8.1.1

wsdl:messages - represents the data being transmitted; all request and response object
are defined here.

wsdl:portType - represents all the operations, and each operation refers to an input and
output message.

wsdl:binding - specifies the protocols and data formats for the operations and messages.
wsdl:service - defines the communication endpoints.

ALE Service Interfaces

These are the standard interfaces of the middleware as defined in ALE specification section 8.1.
The server side of the interfaces is implemented by the ALEService EJB component.

Once the server is started, the WSDL can be accessed via:

htto://<server name>:8080/ale-ws/aleservice ?wsdl

The following operations are supported:

define(specName:string, spec:ECSpec) : void
undefined(specName:string) : void
getECSpec(specName:string) : ECSpec
getECSpecNames() : List

subscribe(specName:string, notificationURI:string) : void
unsubscribe(specName:string, notificationURI:string) : void
poll(specName:string) : ECReports
getSubscribers(specName:String) : List
getStandardVersion() : string

immediate(spec:ECSpec) : ECReports
getVendorVersion() : string

The details of the operation can be found in ALE specification Section 8.1.
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8.1.2 Tag Data Service Interfaces

These are CUHK’s extensions to the middleware standard interfaces to support tag data reads
and writes. The server side of the interfaces is implemented by the TagDataService EJB
component.

Once the server is started, the WSDL can be accessed via:
http://<server_name>:8080/ale-ws/aletagdata?wsdl

The following operations are supported:
- readData(data:DataSpec) : byte[]
- writeData(data:DataSpec) : int

DataSpec is the key to support tag data services. DataSpec is a data structure which contains tag
id, format id, data address, data length, and data bytes. The format id is an integer dictating the
addressing scheme to be used. The value of 0 represents byte addressing, which is the simplest
addressing scheme that every byte has its own address. The value of 1 represents page
addressing, which the data memory is addressable by using page number, and reads and writes
always start from a page.

byte[] readData( DataSpec data)

Based on the data (DataSpec), the function gets a list of reader ids which has read the tag id
within a predefined time period (default is 10s). With the reader id list, the server activates all the
readers by sending the read tag command to the readers, for that particular read id, and data
address, data length, and format id. The first reader replied to the query is considered as a tag
read hit, and the result will be return to the function callee.

int writeData( DataSpec data)

The write-into-tag operation can be time consuming and unreliable. Therefore, we separate the
request and response in two asynchronous messages.

The application user starts by issuing writeData function call via SOAP. TagDataServiceBean
then takes this request, and it will locate the related readers via TagDataServiceDAOImpl.
TagDataServiceBean will locate the list of readers, and generate a GUID (global unique identifier)
for this particular request.

With the GUID, TagDataServiceBean registers for a callback, TagDataServiceCallback. Later
ReaderManagerBean will use this callback to notify the write-into-tag result.

At the same time, TagDataServiceBean send the TagWriteActivateRequest to an internal
queuing module, which will asynchronously send the write-into-tag request together with GUID to
all reader adaptors.

Once a tag write is successful, the reader adaptor will send a response with the GUID to
ReaderManagerBean, which in turns will use the predefined callback corresponding to the GUID.
TagDataServiceBean will be notified, and return the result to the function callee.

Returns
0 : success
-1 : other failures
-2 : no readers access to the tag
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8.2 Middleware to Application Interfaces

The communication from middleware to the application follows the standard notification
mechanisms, as described in the Section 9 of ALE specification. The middleware supports the
HTTP, TCP and FILE notifications.

8.3 Adaptor to Middleware Interfaces

These are the interfaces between the ReaderAdaptor and the ReaderManager component in the
middleware. The ReaderManager is implemented as a stateless session bean using EJB. The
ReaderAdaptor should be implemented as an EJB client using the exported library
adaptor-client.jar. The protocol in between is RMI/JRMP.

The following methods are defined.

public void submitALEPhysicalReaderinfo(String readerID, PhysicalReaderinfo
physicalReaderinfo) throws Exception

The adaptor uses this method to submit to the ALE the connected hardware reader’s information.
Since the physical reader must be defined in the ALE before the adaptor can submit tags to ALE,
the adaptor should call this method to do reader registration on the first time connecting to the
server. This method can be also be used to update the reader information in the ALE, by doing
another submission to an already-defined reader. The PhysicalReaderinfo is a class with the
following attributes: manufacturer, model and IP address.

public void submitALETags(String readerID, List<String> tags) throws Exception

This adaptor uses this method to submit the tags read in every read cycle to ALE. The
ReaderAdaptor should call this method regularly (i.e. at a particular frequency) to submit tags to
the server. In a read cycle, the tags submitted should be distinct without duplicates and in the
"Tag URI" format defined EPCGlobal Tag Data Specification (e.g. "urn:epc:tag:gid-96:21.300.1").
An exception would be thrown if the readerID is not yet defined in the ALE.

public void submitReadData(String readerID, int status, byte[] data, String guid)

This adaptor uses this method to submit the tag data that the reader has been requested to read.
In a tag-read cycle, commands are sent to reader from middleware to read tag data stored in a
particular tag in a particular reader. Since the command is an asynchronous call, the
submitReadData method is used as a callback for the reader adaptor to communicate with the
middleware for the data read.

public void submitWriteData(String readerID, int status, String guid)

This adaptor uses this method to submit the tag-data-write status that the reader has been
requested to write. In a tag-write cycle, commands are sent to reader from middleware to write
tag data to in a particular tag in a particular reader. Since the command is an asynchronous call,
the submitWriteData method is used as a callback for the reader adaptor to communicate with the
middleware for the status of the tag-write.
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8.4 Middleware to Adaptor Interfaces

public void read(String readerID, String taglD, DataSpec spec, String guid) throws
RemoteException

The middleware uses this method to request the adaptor to read user data from the physical tag.

public void write(String readerID, String taglD, DataSpec spec, String guid) throws
RemoteException

The middleware uses this method to request the adaptor to write user data to the physical tag.

8.5 Interfaces between Middleware and Management Console

There is no specific interface between the middleware and the management console. Indeed, the
management console manipulates the middleware database directly, so as to perform operations
such as adding readers, viewing connection diagrams, etc.

The management console accesses the database using the user ‘rfidmc’. The default is to grant
all the privileges to this user in localhost access with password ‘rfidmc’:

GRANT ALL ON aledb.” TO 'rfidmc' identified by 'rfidmc';
GRANT ALL ON aledb.” TO 'rfidmc'@127.0.0.1 identified by 'rfidmc';
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9 Implementation View
9.1 Platform Considerations

Among many available platform products in the market, MySQL and JBoss are selected for the
implementation. This section describes the reasons of using these platforms briefly.

9.1.1 MySQL

MySQL is the world's most popular open-source database. lts advantages include fast
performance, high reliability, high usability and high quality technical support.

MySQL has a good support for different OS, such as Windows, Linux, HP-UX, AlX, etc. Moreover,
it also support common database APIls such as ODBC and JDBC which ease the development
tasks.

According to a real case study on Friendster, MySQL works smoothly with data of total size over
7TB, 100 millions of row, without service degrading. Considering the fact that middleware should
be of much less scale than the above, the use of MySQL is a feasible solution.

9.1.2 Jboss

JBoss (AS) is the world's most widely used Java Application server. It is an open-source (GPL)
J2EE certified platform, which is widely supported by the community developers.

JBoss provides a wide range of J2EE features, which may be missing in other well known J2EE
platform, such as cluster, caching and persistence. Also, it is one of the first industrial-grade Java
application servers that support J2EE 5.0 and EJB 3.0.

Considering performance, one of the wuseful benchmark could be found in
http.//jbento.oscj.net/httpsession2.html. In the benchmark the capability of thread handling, which
is an essential part of application server, is measured. JBoss runs with less than 25% CPU
utilization, more than 250 tps throughput, less than 10ms response time, with 250 clients
collected.
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9.2 Class Diagram

The overall categorization of classes is discussed in the Package Diagram section in
Development View. Here the methods and properties of the classes within the packages are
shown in detalils.

Classes that are added by CUHK to support the ALE implementation are described in the
following sections. For details of ALE standard classes, please refer to ALE specification.

9.2.1 cuhk.ale

EventCycle
{From ake |

piats Dato ond
pivats Date previousStart
pivts Date previousEnd

public EventCycia( Sting spcNams, ECSpec spsc, Dats start, Dats and, Dats prowousStat, Date previousEnd, ECTerminatonCondion terminationCondiion )

public EventCycle( Sting spcName, ECSpec spee. Long stariTime, Lang endTime, Long )
publicDate. getEnd|( )

public Date getPraviousEnd( )

public Date. getPrevousStar( )

public ECSpec. getSpec( )

public String getSpachiamel )

public Date. getstar( )

public ECTerminationConditon getTeminatinCondiion( )

PhysicalReader

[Fromals}

prvata String readerD
prvata boclsan suppress
prvate Sting manufactursr
prvate Siring model
— prvate Sting IPAdcress.

Oeations
public PhysicalReader( )
publi Sting getlPAddress( )

publicvoid setlPAGdross( Sting addross )

" {Fromale} ECSpecValidator public Sting getanufactuer )
PhysicalReaderinfo (Fromale} publicveid setManufactusi( Sting manfacturr )
(Fromals | [E— pubic Sting getadsl )
seritss ) cublc int REQUESTED = 1 package Looger lgger = L sublicveid setModel Sting model )
piat lon ssraVarsonlID = 4326565 150534029 e = public Sting getReaderD( )
piiats Sting manufacturar puttet AEMES2 eaions publc vod sstRsadsrD( Strng readard )
D bublic v valdats{ ECSpac scspac L e

pivts Sting madel
piva Sting IPAddress

publiz v sstSupprass( boolean suppress )

Gperat
public PhysicaReadernfol )
public Sting getlPAdcrsss(
pubic void seflPAddress( String address ) L

Grammar
{From ale |

pu String getManfacturer( ) Teess

pubic void setManufacturer String manufacturer) aubc Sting ZERO_COMPONENT= 0

publc String gatModal ) ublic Sting NON_ZER0_DIGI = 1.3
public void_setModel( Sting madel) oubiic Sing DIEIT = (o7
_ ublic Sting UPPER_ALPHA = A7)
e :
NotifyRequest sublic Stting OTHER_Ct o=,
{From ale} aublic Sting NON_ZERD_GOMPONENT = NON_ZERO_DIGIT +DIGIT +°
Tova oubiic Sting NUMERIC_COMPONENT = ZERO_COMPONENT +1" + NON_ZERD_COMPONENT
orvate fong subiic Sting PADDED_NUMERIC_GOMPONENT = DIGIT +°+*
s 1 || ubiic Sting UPPER_HEX_CHAR = DIGIT +1" + &F]"
public NotyRequest( ECRepots rparts, List<URI> noifcationURls ) lc OMPONENT ="'+ T
public List<URI> getNatiicationURls( ) oublic Sting HEX_ GHAR = UPPER_HEX_GHAR + 1 +
public void setatfcationURIs( List<URI> notifcationURls ) ale oublic Sting ESCAPE = "%[" + HEX_ CHAR + | + HEX_CHAR + T
public ECRepors gaRaports( ) {Fram cork ) aublc [+ UPPER_ALPHA =+ LOWER_ALPHA + '+ OTHER_CHAR + T + ESCAPE
public void setReports( ECReports eparts ) oublic e
public void sendMessage( ) subiic Sting STAR_COMPONENT = 1
lc onp . GNENT 44+ o .

ODE_OR DODAAC_GHAR = DIGIT + "+ [AZI"

CustomDatatypeConverter
{From ale |

person,
public DateparsaDateTime( String s

public Sting printDateTims( Date &t

1 I

ECSpecEventCallback ECTag ejb
(Fromale }
eackaqs Logasr 1oggs: = Logger getl Jass.getName() prvate long L e
Oporations private long imestamp (Fromale }
age( Sting selector<s ) prvate Sting reader .
public boolsan_sendlassags( Seriaizable o ctorvalus prvate Stiing encoding pieate Siring encocing

S SN EEreore pivate Sting componant

Cpeations
public boolean. squals( Object obj)

pubiic it hashCods( )

puklic Sting taString( )

public Sting getRaadsr( )

publicvoid setReader{ Sting readr )

pubiic Sting getEncoding( )

public Sting(0. "] getCompananis( )

public Sting getTagld( )

publicvoid setTagld( Sting patter )

publc fong_ getTimestame( )

publicvaid setTimastamp( lng timsstamp )

public boolsan. matchesPatiem( PattsmUR! patisin)
publi boolean matchesGroup PatiemUR pattem )
public Sting 10EPCURI( )

public Sting 1aTagURI( )

public Sting toRanHexURI( )

publc Sting toRawDecimallRI( )

Gperations
putlic PattemURI( Sting patter )

public PattamURI( Sting component, Sting encocing )
putlic Sting toSting( )

public Sting getEncoding( )

public Stringl0 ] retizveCompanents( )

publc Sting formGrouphiame( ECTag tag )

pulic Sting gatCamponsni( )

pulic void setComponent( Sting component )

publc void_setEncosing( Sting encoding )
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CustomDatatypeConverter — utility class to support JAX-WS conversion so the date time
specified in the schema can be converted properly into proper Java Date class.

ECSpecEventCallback — call back methods to support ALE service bean's immediate and poll
method

ECSpecState — represents the possible states of the ECSpec: Unrequested, Requested, Active.
ECSpecValidator — to validate ECSpec

ECTag — tags received and processed in the middleware

EventCycle — the event cycle of the ECSpec

Grammar — utility class that contains all the regular expressions necessary to validate the tag
formats

NotifyRequest — internal class to support ECReports notification

PatternURI — encapsulate the EPCGlobal’'s Pattern URI attributes and methods
PhysicalReader — represents a physical tag reader

PhysicalReaderlInfo - for use in submitALEReaderInfo in ReaderManager
TagDataServiceCallback — call back class to support CUHK specific tag data read/write

TagWriteActivateRequest — internal class to support asynchronous tag write request
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9.2.1.1 cuhk.ale.client

ReaderEmulator

Attributes
private long serialVersionUID = 181324381794896911L

private JTextField serverAddressField
private JTextField readerDField
private JTextField readCycleField
private JTextArea tagsArea

private JTextArea statusArea

private JButton startButton

private JButton stopButton

private JButton modifyButton

private JButton clearButton

private Thread timerThread

private boolean noStopRequested
private String senverAddress

private String readerlD

private long readCycle 1
private String inputTags[0..*]
private String tagCurrent[0..*0..%]
private int tagLo[0..* 0..*] {From ale }
private int tagHi[0..* 0..7]
private int tagLife[0..*,0..%]
private int tagMaxLife[0..*,0..%]

client

Operations
public void init{ )

private void addLabelTextRows( JLabel labels[0..*], JComponent textFields[0..*], GridBagLayout gridbag, Container container )
public void actionPerformed( ActionEvent & )
private void doStart( )

private void doStop( )

private void validatelnputs( )

private List<String> generateTags( )

private void initTaglnfos( )

private String generateRandomTag( int i)
private void staThread( )

private void runWark( )

private void stopThread( )

ReaderEmulator — reader emulator client
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9.2.1.2 cuhk.ale.dao

ReaderManagerDAOImp|

public void init( )
public void submitTags( String readerlD, Listtags )
public boolean isPhysicalReaderExists(Sting r2adeni )

{Fromdao}
Attributes
package Logaer logger = Logger.getl DACImpl class.gethiameq)
private DataSource jdbcFactory
Qperatians

public void String readerlD,

public void up String readerlD,
public List<String> retrieveLogicalReaderNames( )

ReportGeneratorDAOImpl

| {Fromdao}
| ReportGeneratorDAO
{ From dao } Attiibutes
¢ package Logger logger= Logger.qetl DACImpl.class.gethame()
ReaderManagerDAO i [<H private DataSource jdbcFactory
From dao Gperations:
g i public void init( ) o Qoerations
public void init( )
Attibates public List getTags{ List readers, Date star, Date end)
public List<F getf List , String suppr
Qeratians da

public void ini( )

public void submiTags( String readeriD, List tags )

public boolean IsPhysicalReaderExists( Sting readeriD)

public void insertPhysicalReaderinfol String readerlD, PhysicalReaderinfo physicalReaderinfo)
public void updatePhysicalReaderinfo( String readeriD, PhysicalReaderinfo physicaiReaderinfo )
public List retrieveLogicalReaderNames( )

public List getTags( ListlogicalReaders, Date start, Date end )

il
dao ECSpecInstanceDAOImpl
{Fromdao }
S5
Attributes
packags String MAIN TABLE NAME="
package String URL TABLE NAME = "specUrls"
ECSpecinstanceDAO package Logger logger= Logaer.gefl ogger(EC DAOImp class qetNama ()
{Fromdao} private DataSource jdhcFactory
Attributes Qperations
public EC: DAOImpI )
i
public void init( ) Gpermrens public vold init )
public void load( £ Pk, E ejb) public void load(ECS pk, EC! &b}
public void store{ ECSpecinstanceBean ejb) 4| public void store( ECSpecinstanceBean ejb )
public void remove( ECSpecinsiancePK pk) public void remove( ECSpecinstancePk pk)
public E create( E eb) public EC create( EC ejb)
public £t £ k) public EC EC: k)

public List getNotificationURLs( String spechame )

public void adaNetificationURL( String specName, String urf)
public void deleteNalificationURL{ String specName, Siring url)
public List getSpecNames( )

public List getTagRead)( List readers, long lastStar, long lastss!)

public List gethotificationURLS( String spechiame )
public void addNotificationURL( String specName, String url)
public void deleteNotificationURL( String speeName, String url )
public List getSpecames( )

public List getTagRead( Listreaders, long start, long end )

ECSpecinstanceDAOImpl — DAO implementation for manipulating ECSpecinstance and

SpecURLs

ReaderManagerDAOImpl — DAO implementation of the ReaderManager, which is responsible
manipulating tag events, reader registration, etc

ReportGeneratorDAOImpl — DAO implementation to support for the ReportGenerator which is
responsible for resolving logical to physical reader mapping, gathering tag events between event

cycle, etc

TagDataServiceDAOImpl — DAO implementation to support CUHK specific tag data read/write
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9.2.1.3 cuhk.ale.ejb

publcyod spreatl ) prcectad void submiTags( StingreaceD, Lis<Sting> ta3s)

« 0 od boolsan (EsicatReaderExiss Sng readeriD)
PUBIC V0 SUBMIT3gs{ SH1g 930D, st 1205 protctodvoid

PUBICbocsan ISPysicaRodorEAsts{Sing 1aderiD) protctodvold

publc ot )
publc ot

pivae EnContestcx g

aciage long WARNLPTIE

publc Lis etieveLog caReaderiames( )

ALEServiceSession

publc v ipAcivatz )
publc i spPassiate()

s
o EnttContet )

public v sEney

= ALEServiceBean

ReportGeneratorean

publc ALESazoBaant )
DUBIc VOl doine g spectiame, ECSpec spoe)
BUbIC VOIS ungetna( Stng spzeame )

publc ECs

public ResortGenarstorBaan ) interfaces

publc st geiECSpechames( )
Publicuoid subscrve(Stng spechlam, Sing notfcatonURI)
publicvoid unsubscrie( Siingspeciiame, Sing nofcaionURl)
publc ECRepots poi Stingspschlame)

PUbIC ECRopots genoratsRsparts( EvnCyls ioniCyels) ] tromae)
rctoctod Lis<ECTage gorTage i wadrs, Gtosar,Datoonct) T

it Li<ECTag» firTags( UsH-EGTag ags, ECFIterspec 1)

publcsting getstandaraversint )

PrevcusStanTime lorg )
upic o cetPreousEndimel )
[ ———
ubic it getstaeversont )
tterson{intval)

prvate okt Ecragag etnarasiy BublcSting gstanonarsion( )
e PUbIc VOl starTiggertSting soeeName)
T ko Longer loaget= L PUPICVOI stopTiggertSting speeName)
ReportGeneratorSession =
— publc NotfrBoan )

PUBIc VDI soNoSsagSDIHONCOnIoM( s sageDInCoriot 390)
puBlcvoid sRomovel )

= PUBICVOIT oessage Nessage message

puslcvoit iCreate()

puslcvoid ibActate )
publcvoid ibPassiats( )
publcvoid sassssionCoriod

publcvoid unssiSossionconto )
puBlcvoid sRomovet )

ECSpecinstanceBMP.

PUBICNOI lCreate )
roacted ReporceneraA0 bt
punlc st getTags(Listreaters, Date sat, Dt 2nt)

publcSting spectia
publclong staime
Bublclong rsvousStarTme
publclong prsvousEnaTime
oublc it statversion

Dublc ECspec ECSpec
publc izt

prvats cookan iy

o

SpscnstanceDAO da

Spednstancevaiue ECSpacinstancevalue = ull

publc e spTimeout(Timer mer)
it o rstioveDuralon(ECSpac ocspac)
Dl 013 98ioveSSI(ECSpac ocspac)
Dt o otiovsRpoaiPorodl ECSpec scspoc)
SPIC iCreate( St spectiame, EGSpec spac)

stanc

ubic ECSpecinsiancaVaiua geiECSpscinsancayali )
ubic void ssECSpecinstanceValue ECSoscinstanceVale vaiss)
publc i creatsTimr TimsiTypo b, long duraion)

pUblc v cancoTmerCTimorTps oo )

pUbICTims: goTimerc T
PUbIc 01 subscrb Sting nofcator )

PUDIC Y01 unsunserce( StOgnocatonU

ubic List<Sing> geikotfatonsRL( Siong spechiame)
preectedvoi aciticatonRL Stvng spachame,Sing u)
roectedvoi deieehotcatonRL{ Stingspechame,Sing url)
piate v doAcieToRsguestStats{ ECTerminatonCondion erminaionCondton)
piate v doRequestTaUvaquesist
i o doRecquestToActusStals( )

it o doUnvoguesToRsussiStls! )

it Vol acthatoRoasrs(Lstroadors)

publicSting getSpechiamel )

ubiclong getSrTimel )
Bublc 018 so1SaTm( long statims)
Bublciong goProdousStaTImS(

Dublcong GePrevOUSERATIEC

public it gestate )
publc o sttt stte)
Bublchoolean iskodia( )

Drtactad ot makaciean()

publicuoid setSpeiame( Sting spechams)

BUBIC V013 soPrevoUSSIATIMe(ong revousStarme)

DUbIC ECSpacinsiancEPI eipGreate( 511 spectiame, ECSpe
BUbIC VOIS elsPostCreare(Sting speeName, ECSpet spec )

publicvoi efbLoadl )
Publc o3 iEStore( )
Dublc o1 efeaciatel )
Dublc ol stPassiate |

Bublc 013 unseiEnCortad )
Bublc 018 stRemove( )

BUBIC V013 soIENyConto EntyCortert )

public it sjpHomeGeiSpectiames( )

)
Bublc st golobfcalionUL{ Sing spactams )

publcoid addNotfcationJRL Sting speeams,Stingut)
publicvoid deelshlotficationURL Sting spechiame, S uf)

public st getTagRead(Lst eaders, long asStr ong 3531
public ECSpecinstanceValue geIECSpechnstanceValue(
BUblIcvoi3 sSIECSpecistanseValua( ECSpecinstanceVale vlueHolder)

ALEServiceBean — as described in the previous sections
ECSpecinstanceBean — as described in the previous sections
NotifierBean — as described in the previous sections
ReaderManagerBean — as described in the previous sections
ReportGeneratorBean — as described in the previous sections
TagDataServiceBean — as described in the previous sections

TagWriteActivatorBean — as described in the previous sections

DI Vol nobySubscrbrs( EGRegors raports )
publc v starTriggerReceied )
publc v siopTriggerReceied )

ubic List epHomacerspechames )

piae long CalculateSsI(ong aststr ong i3S, st raaders )
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9.2.1.4 cuhk.ale.ejb.interfaces

ECSpecinstanceLocal
(From intefaces )
e
=
publc String getSpectiame( )
publc void setSpocNamel Sting valus )

ALESe:

{Fromntefsces )

iioues publec it getSiatoVersin )
it ALESsnicsHoma cashadRamatsHons = aul
s ALESenicsLacalHoms cachsdLocaboms = null e -
u

v Sting e puble vord eoTimecu( Tmr i)

piate SecuRandom seader =

oo publc void satE0Spec{ ECSpec valbe)

piate et lnskuptiome( dilame Gass ranonTol | | Pupie it getStatl ) T
bl AL ESansoatioms gotroma( ) Lo
void seSiate( i vale ) (From tetaces)
oublic ALESeniceoma_getHamsd Hashiable nitonment . publc ECSpecinstanceVole geEGSpecinstanceVole )
bublc ALE Sarvestocabioms_getLocatoml e e ek e e o -
i senas s puble void crastaTimed TmeTyps tyos, org dtaion) ECSpecinstanceLocaltiome e e
5 e subic Sting ponGenertolacal
public void cancelTimer TimerType type )
publc void subscrib( Sig notcationU) s Coorons
pruats Sting pachi Sty 5.t 1) ©oit e Sting COMP_NAVE eealol)
puble List i Sting JNDL KAVE = ocal
RoadorManagorLocalHomo e e e N e e ) Goerons ¢ ReportGenerator
(From intotaces ) publc void Strng ur) 1 ECSpec epeo) Saries (From inertaces)
public voi ) Govaons
) publec void ) puble List getSpachlames( ) cererstefepors(
E = T T T Gporaone
Trermons ]
CLt) ReaderManagerLocal
(From tertacea
ReaderManagerHome e
(From intertaces) oo
e public void submIALE Tags{ Sting readel, Ls 1ag5)
cublc Sting COUE, NAVE = s complasReadetdznac | pusie voit
Sublc Strng JNDI_NAME = s /ReaderManager” = publi st )
Coeans
public Resdrfanager crste ) D
(From tetaces)
RoadorManagor T
(From intoracas ) -
S public void defie( St specilame, ECSpec opec)
— puble void uncaio Strig spechans)
bl void submtALE Tags( String readerD, Lo o) public ECSpec gelECSpec String pachiame)
i vou puble Lt etECSpechames( )
pubic Lt ) public void subscribe( Sting spechame, Stng otationUFl )
puble void uneubscribe( Strng specName, Sting notiatonUR)|
publc ECRegorts poll Stng sechiarr.
ALEServiceLocal publc ECReport immecistel ECSpec spec)
(From intertaces } publo List getSubscrvers Sing spechiame )
e puble Sting gotStandardVorson )
e puble String getVendorrsio( )
publivoid e Sting spaciame, £CSpac spec) puble void sartTnager Sirng spechiame)
publicvoid undeine( Strig spechams ) publevoid stopTrgger Sirng spectame)
publc ECSpac getECSpec( Strng spechams )
publi List getEGSpecames( )
publicvoid subscriv( Sting spocNama, Sting offcationURI ) B er
public void unsubscribe( Sting specNare, Sting notficationlRl) { from Bieose)
publc ECReport ol Stng sorchiame) v
public ECReport immeditel ECSpec spec) E
public Lt getSubscribore{Sting spocName) it Stting xS = null-
puble String getStandardVersion ) Random)
publicStrng getVendorVersin( ) Conrtons
public void tatTrger St apechame) e Obiect Stingniiam. Cl
puble void sopTrgger
Sublc Siing_peneataGUID( Otfact o)
piate it geinC byl Eptesf. )
ReportGeneratorUtil ‘piivate Sting hexFormat( it i int
{From nteaces | e Sting padies| Sting s it )
= = ECSpecinstancePK
itz Sting he:SanstP = ndl ReaderManagerUtil ALEServiceHome ALEServiceL ocalH {From interfaces )
From intefaces From nteaces From ntetacas Sevmass
! ! i L G L putic Sring spactiams
Coersiors S e
iate Qlet ing i C ! bl St COMP NAVE= . Tperns
publc RepartGeneralatlomegeltomel | et Radertanageocatoms cachadLocaboms = ul sublc Sting DI NAME = "ALES ca” P
bublc ReporiGeneratotome._gettore( Hashiable nronment privte Sing hexSemedP =l i Sting spaclams )
b St getSpeciiame
ENCNEINee kel semvemm 3
s
it gt s btesl0.°1 T aE = putlc it hashCods( )
te Sty hexomst( o TR putlic boolsan aquals(Obict obj)
public RoagerManaysroms gsttomal |
iate Sing gadtlx(Sting s nd 11 = publc Sing foSting( )
aelLocattiome(
NotiierUtil publc Sting generatsGUID( Obect o RoportGeneratorHome
{From nteaces | oot st e tesld. 1) (From teaces)
[ —
— prate Sting padp Sing s it 1)
st QusueComsctonFacon cachedConnecionactory = nul
st Stong DESTINATION_IND!_NAME = qusue oo Cueue® =
FACTORY DL NAVE = public ReporGanarator craate )
st Sting xS = null
Coertons
s Qi gaiQus)
public QusueComnection gs1OuzeComnsctiont |
)
bublc Sting generetsGUID( Obect o
ot st e besl0. 1)
boate Suing padHa Sing s it 1)

This package contains the home interfaces, remote interfaces and utility classes to support the
EJB life cycles.
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9.2.1.5 cuhk.ale.exceptions

NoSuchNameException
{ From exceptions }

Attibutas
private long JID = 4135225750012046632L
Qperations
NoSuchSubscriberExcepti BomE 1
L centicn) public NoSuchNameException( String message )
{ From exceptions } - N
ImplementationException
Adtiibutes { From exceptions }
private long JID = 8597472105852627704L
Atvibates
o R private long 1D = 1286126931859311 6501
public NoSuchSubscriberException
public NoSuchSubscriberExcaption( String message ) Qpentions
public severity )
public ImplzmentationExeeption( String massag, ImplementationExceptionS avarity saverity)
Dupli ipti i public getseveriy( )
From exceptions i
( ptions | ALEException ? severity
Attributes {From exceptions } — SecurityException
private long JID = 6013713627264737216L v &
1 Pttributes {From exceptions }
e private Stiing reason ST LD
public DuplicateSubscripfionException( ) = \mplemsntationExceptianSevariy private long (b = 467 4n50507 3835181 7L
public DuplicateSubscriptionException( String message ) public ALEException( ) {From exceptions }
Gperations
1o publicALEException(Sting message ) SERVSSER public SecurityException( )
public String getReason( ) " .
SEVERE public SecurityException( String message )
ParseURIException public void setReason( String reason )
{ From exceptions } 49 \\—‘
Attibutes — idati i
P eraliang e S n b I5d o ot ez T ECSpecValidationException
{ From exceptions }
Qoerations
public ParseURIException( ) n it ——
public ParseURIEXception( Stiing message ) 5 —— -
public ParssURIException( String message, Thiowabls causs ) Qoeration
public ParseURIException( Throwable cause ) DuplicateNameException public ECSpecvalidationException( )
{From exceptions public EGSpecValidationException{ String message)
. o Atibutea
InvalidURIException private long D =-4751 a1
{From exceptions }
— Qpertions
Atributes public DuplicatehameException( )
Dl A e public DuplicateNameException( Siring message)
Qpartions
public InvalidURIException( )
public InvalidURIException( String message ) ECSpecOptimisticLockException

{From exceptions }

ECSpecinvalidStateException Adibute
{From exceptions } Coershong
public ECSpecOptimisticLockException( )
rinutes public ECSpacOptimisticLockExeaption( Sting messags )

o public ECSpecOptimisticLockException
public ECSpecinvalidstateException( ) public ECSpecOptimisticLockExeeption
public ECSpecinvalidStateException( String arg0)

public ECSpecinvalidstateException( Exception argd )

public ECSpecinvalidState Exception( String arg0, Exception argl )

Siring message, Exception cause )
Exception cause)

ALEEXxception — exception occurred in the middleware; the ancestor of other exceptions occurred
in the middleware

DuplicateNameException — exception representing the specified ECSpec name already exists

DuplicateSubscriptionException — exception representing the specified ECSpec name and
subscriber URI is identical to a previous subscription that was created and not yet unsubscribed

ECSpeclinvalidStateException — exception representing the ECSpec has entered into an invalid
state

ECSpecOptimisticLockException — exception representing unexpected locking problem of
ECSpec in the middleware

ECSpecValidationException — exception representing the specified ECSpec is invalid

ImplementationException — a generic exception thrown by the implementation for reasons that
are implementation-specific

ImplementationExceptionSeverity — an enumeration whose values are either ERROR or
SEVERE, used in the ImplementationException

InvalidURIException — exception representing the URI specified for a subscriber cannot be
parsed

NoSuchNameException — exception representing the specified ECSpec name does not exist

Version 1.0, 10 August 2007 Page 35



CUHK RFID Middleware - System Design Document e

NoSuchSubscriberException — exception representing the specified subscriber does not exist
ParseURIException — exception representing errors in parsing the tag URI

SecurityException — exception representing the operation was not permitted due to an access
control violation or other security concern

9.2.1.6 cuhk.ale.soap

]

server

&

[ ]

soap

o -
{ETonT ate ¢

]

util
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9.2.1.7 cuhk.ale.soap.server

ALEServicelmpl

Altributes
private Logger logger = Logger. getlogger(ALESenvicelmpl.class. getMame(])

Operations

public WoidHolder define( Define parms )

public “oidHolder undefine( Undefine parms )

public ECSpec getECSpec( GetECSpec parms )

public ArrayCOfString getECSpecMames( EmptyFarms parms )
public WoidHolder subscribe( Subscribe parms )

public “oidHolder unsubscribe( Unsubscribe parms )

public ECReports poll{ Pall parms )

public ECReports immediate( Immediate parms )

public ArrayOfString getSubscribers( GetSubscribers parms )
public String getStandardYersion{ EmptyFarms parms )
public String getVendorversion{ EmptyFarms parms )

d

]

server
—— [ rremSeap |

ALEServicelmpl — end point implementation for the ALE web service
TagDataServicelmpl — end point implementation for the CUHK specific tag data service

9.2.1.8 cuhk.ale.soap.util

ExceptionObjectFactory

Aftributes

Operations
public ImplementationExceptionResponse createlmplementationExcepticnResponse( Exception & )

public ALEException convertALEExceptionToSoap( ALEException g )
public DuplicateMameExceptionResponse createDuplicateMameExceptionResponse( ALEException e )

ublic DuplicateSubscriptionExceptionResponse createDuplicateSubscriptionExceptionResponse( ALEException &

public ECSpecWalidationExceptionResponse createECSpecValidationExceptionResponse( ALEException & )
public InvalidURIExceptionResponse createlnvalidURIExceptionEesponse( ALEException & )

public MoSuchMNameExceptionResponse createMoSuchMameExceptionResponse( ALEException &)

public NMoSuchSubscriberExceptionResponse createMoSuchSubscriberExceptionResponse( ALEException &)

public SecurityExceptionResponse createSecurityExceptionResponse( ALEException &)

&

1

util

{ From soap )

ExceptionObjectFactory — a factory for generating exceptions used in the web services
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9.2.1.9 cuhk_ale_valueobjects

ECSpecinstanceValue

Attributes
private String specMame
private boolean specMameHasBeenSet = false
private long startTime
private boolean stantTimeHasBeenSet = false
private long previousStartTime
private boolean previousStartTimeHasBeenSet = false
private long previousEndTime
private boolean previousEndTimeHasBeenSet = false
private int stateWersion
private boolzan stateVersionHasBeenSet = false
private ECSpec ECSpec
private boolean ECSpecHasBeenSet = false
private int state
private boolean stateHasBeenSet = false
private ECSpecinstancePK primaryKey

Cperations
public ECSpecinstanceValue( )

public ECSpecinstanceValue( String specName, long statTime, long previousStartTime, long previousEndTime, int stateVersion, ECSpec ECSpec, int state )
public ECSpecinstanceValue{ ECSpecinstanceValus otherValue )

public ECSpecinstancePK getPrimaryKey( )

public void setPrimaryKey( ECSpecinstancePK primaryKey )

public String getSpecMame( )

public void setSpecMame( String specName )

public boolean specNameHasBeenSet( )

1
public long getStartTime( )
public void setSta\tT\!’ne( long startTime ) HE valueobjects
public boolean statTimeHasBeenSet( )
public long getPreviousStartTime( ) | [Fromale} |

public void setPreviousStartTime( long previousStartTime )
public boolean previousStartTimeHasBeenSet( )

public long getPreviousEndTime( )

public void setPreviousEndTime( long previousEndTime }
public boolean previousEndTimeHasBeenSet( )

public int getStateMersion( )

public void setStateVersion( int statsVersion )

public boolean stateVersionHasBeenSet( )

public ECSpec getECSpec( )

public void setECSpec( ECSpec ECSpec )

public boolean ECSpecHasBeenSet( )

public int getState( )

public void setState( int state )

public boolean stateHasBeenSet( )

public String toString( }

protected boolean hasldentity( )

public boolean isldentical( Chject other)

public boolean equals{ Chject other )

public boolean equals{ ECSpecinstanceWalue that )
public Object clone( )

public ReadCinlyECSpecinstanceValue getReadOnlyECSpecinstanceValue( )
public int hashCode( )

private Collection wrapCollection{ Collection input
private Set wrapCollection{ Set input

private Collection wrapReadOnly{ Collection input )
private Set wrapReadOnly( Set input )

ECSpecinstanceValue — class used to represent the state of an ECSpecinstance object. This
value object is not connected to the database in any way. It is just a normal object used as a
container for data from an EJB.
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9.2.2 epcglobal.ale

nnnnnnnnn

For those standard classes defined in the ALE specification, please refer to the specification for detalils.
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9.2.2.1 epcglobal.ale.soap

Classes automatically generated by the JAX-WS from the ALE web services schema.
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9.3 Collaboration Diagram

Here the collaboration diagrams of the main ALE API operations, together with the CUHK
extended tag data reading and writing are shown. The major entities involved in each operation
are depicted.

We will have a more detailed explanation for the ‘define’ operation. The entities and procedures
involved are also similar for other operations, as they follow the EJB standard invocation
procedures.

9.3.1 Define

The application starts invoking business logic remotely through SOAP by using ALEServicelmpl.
The ALEServicelmplis a class implementing the web services server processes and provides the
entry points for all the standard ALE operations such as ‘define’, ‘subscribe’, etc.

The ALEServicelmpl class then gets the home interface (ALEServiceLocalHome) of the
ALEServiceBean through the ALEServiceUtil class. Through the home interface, the
ALEServicelmpl then creates an instance of the ALEServiceBean session bean and then access
the bean through the local interface ALEServiceLocal. With the local interface, the
ALEServicelmpl can access to the business methods exposed by the bean.

The ‘define’ operation creates an ECSpec in the middleware. First the ECSpec is validated
through ECSpecValidator and then the ALEServiceBean will create another instance of entity
bean (ECSpecinstanceBean) to store the ECSpec. The procedures underway are similar as
before and involve the use of utility and home interface classes.

‘ : ALEServiceLocalHome ‘

: ALEServiceUtil

‘ : ECSpeclinstanceUtil ‘ ‘ : ALEServicelmpl I*

| |

: ECSpecValidator H :ALEServiceBean H :ALEServiceLocal

‘ : ECSpecinstancelocalHome ‘

‘ : ECSpecinstanceBean ‘

‘ : ECSpecinstanceBMP |
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9.3.2 Undefine

Internal flows are similar to the ‘define’ operation.

‘ :Application| ‘ :ALEServiceLocalHome

| : ALEServiceUtil [ : ALEServicelmpl |

:ALEServiceLocal

‘ : ECSpeclnstanceUtil H : ALEServiceBean H : ECSpeclinstancelocal H : ECSpeclnstanceBean H : ECSpecinstanceBMP H : ECSpeclinstanceDAO H : ECSpecinstanceDAOImpl

‘ : ECSpecinstanceLocalHome |

9.3.3 GetECSpec

Internal flows are similar to the ‘define’ operation.

‘ : ECSpecinstanceDAOImpl |

| : ECSpeclnstanceDAO |

| : ECSpecinstanceBMP |

| : ECSpecinstanceBean |

: ALEServiceUtil | : ECSpecinstanceLocal |

—{ :ALEServicelmpl H : ALEServiceLocal H : ALEServiceBean H : ECSpecinstanceLocalHome

| |

: ALEServiceLocalHome | | : ECSpeclnstanceUtil |

9.3.4 GetECSpecNames

Internal flows are similar to the ‘define’ operation.

| :ALEServiceLocalHome |

: ECSpeclnstanceUtil H :ALEServiceBean H :ALEServiceLocal H :ALEServicelmpl }—

| : Application

| : ECSpeclinstancelLocalHome |

| : ALEServiceUtil

| : ECSpeclnstanceBean |

| : ECSpecinstanceBMP |

| : ECSpecinstanceDAO |

| : ECSpecinstanceDAOImpl |
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9.3.5 Subscribe

In the ‘subscribe’ operation, ALEServiceBean will register for timer events through TimerSerivce
so as to provide time-based event triggering. For each event cycle, the ReportGenerator is
triggered to provide notifications to the subscribers.

Internal flows are similar to the ‘define’ operation.

\ﬂepons

: ReportGeneratorUtil .
: EventCycle

. : ReportGeneratorHome
:ECSp
: ECSpecinstanceDAOImpl H : ECSpecinstanceDAO H : ECSpecinstanceBMP }7

: ECSpecEventCallback

: ECSpecinstancelLocal

| 1 ALEServiceLocal H :ALEServiceBean H :ECSpecinstanceLocalHome

: ALEServiceLocalHome H : ALEServicelmpl | | : ECSpecinstanceUtil ‘

: ALEServiceUtil

: ReportGeneratorBean

9.3.6 Unsubscribe

Internal flows are similar to the ‘define’ operation.

:ECSpecinstanceDAQImp!

: ECSpecinstanceDAO

:EventCycle

:ECReports
:ECSpecinstanceLocalHome
: ECSpecEventCallback
: ECSpecinstanceB:
‘ :ReponGeneratorBeanH :ECSpec}i B —{ :ECSpecinstanceLocal H :ALEServiceBeanH : ALEServiceLocal

: ReportGeneratorUtil ‘ : ReportGeneratorHome
: ECSpeclnstanceUti
: ReportGenerator  NotifyRequest

|
i

+ ALEServiceUtil
: ALEServiceLocalHome

- ALEServicelmpl

[

: Application
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9.3.7 Poll

The poll call is implemented as subscribing and then unsubscribing immediately after one event
cycle is generated except that results are returned from poll instead of being sent to a
notifcationURI.

9.3.8 Immeidate

The immediate call is implemented as defining an ECSpec, performing a single poll operation and
then undefining it.

9.3.9 getSubscribers

Internal flows are similar to the ‘define’ operation.

‘ : ECSpecinstanceUtil ‘ | :ALEServiceUtiI|

‘ :ALEServiceBean H :ALEServiceLocal H :ALEServicelmpl H :ALEServiceLocalHome

‘ : ECSpecinstancelocal |
|

‘ : ECSpecinstanceBean ‘ : Application

| : ECSpecinstanceBMP ‘

| : ECSpecinstanceDAO ‘

| : ECSpecinstanceDAOImpl ‘

9.3.10 getStandardVersion

Internal flows are similar to the ‘define’ operation.

: ALEServiceUtil
: ALEServicelmpl— : ALEServiceLocal— : ALEServiceBean
: Application \

: ALEServiceLocalHome
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getVendorVersion

Internal flows are similar to the ‘define’ operation.

: ALEServiceUtil
: ALEServicelmpl— : ALEServiceLocal— : ALEServiceBean
: Application \

: ALEServiceLocalHome

9.3.11 Tag Data Read/Write
Here, the application uses TagDataServicelmpl instead of ALEServicelmpl.

The TagDataServicelmpl is a class implementing the web services server processes and
provides the entry points for all the CUHK extended operations such as tag data read and write.

[ Restrnager|

‘ : ReaderManager ‘

‘ : TagDataServiceDAOImpl ‘ ‘ : TagWriteActi 'Jtil‘ ‘ : QueueC i ‘ ‘:Message‘ ‘ : TagWriteActivatorBean ‘

‘ : TagDataServiceUtil ‘ ‘ : DataSpec ‘ ‘ : TagDataServiceDAQ ‘ ‘ : TagWriteActivateRequest |

‘ : TagDataServiceBean |

: TagDataServiceLocalHome ‘ ‘ :TagDataServiceUtil‘ ‘ : TagDataServiceLocal ‘ ‘ : TagDataServiceCallback ‘ ‘ :DataResuIt‘

: TagDataServicelmpl

Version 1.0, 10 August 2007 Page 45



CUHK RFID Middleware - System Desigh Document L r

9.4 Package Diagram

The middleware is developed into 2 Java packages: cuhk and epcglobal.

]

cuhk

[ ]

epcglobal

9.4.1 cuhk

9.4.1.1 cuhk.ale

The “cuhk’ package only contains the “ale” package and it consists of the cuhk implementation of
the middleware, some supporting classes, and utilities.

[ ] [ ]

ale < cuhk
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— — CustomDatatypeConverter PhysicalReader

ejb valueobjects

& & E &
NotifyRequest
e PhysicalReaderinfo
is2g]
EventCycle
& PatternURI
sz
ECSpecValidator
Ly ale
{ From cuhk } ECTag
szl
—
soap <
ECSpecEventCallback
sz
dao i

ECSpecState Grammar

client exceptions

These are packages inside cuhk.ale:

cuhk.ale.client. clients of the middleware, which are considered to be an integral part of
the middleware solution, for example, Reader Emulator, are placed here.

cuhk.ale.dao: contains Data Access Objects, which are responsible for database storage
and retrieval of data.

cuhk.ale.ejb: the core of the middleware is implemented using J2EE technology, and is
realized as different kinds of beans: session, entity, and message. They will be discussed
in details in the Logical View section of the document.

cuhk.ale.exceptions: exceptions in the middleware.

cuhk.ale.soap: contains the implementation classes for the soap connectivity of the
middleware.

cuhk.ale.valueobjects: contains object used as a container for data in EJB, and the data
stored is not connected to database.
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9.4.2 epcglobal
9.4.2.1 epcglobal.ale

The “epcglobal’ package also only contains the “ale” package and it consists of the classes
defined by the EPCGilobal, which are the key data components of the middleware.

1 1

T

ObjectFactory

p—
||||||||||

nnnnnnnnnnnnnnnnnn

mmmmmmmmmmm

nnnnnnnnnnnnnnn

cccccccccccc

ECReportExtension

EEEEEE

mmmmmmmmmmmmm

llllllllllllll

nnnnnnnnnn

ECExcludePatterns

nnnnnnnn

These are packages inside epcglobal.ale:

= epcglobal.ale.soap: contains the classes for the data exchange for the soap connectivity
of the middleware
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10 Deployment View

10.1 Environment

10.1.1 Setup

Our standard development environments are:

Eclipse 3.1 + JBossIDE 1.5 (the IDE for development)

Apache Ant 1.6.5 (a software tool for automating software build processes)
JBoss 4.0.4 GA (an open source J2EE application server)

Java Development Kit (JDK) 1.5 (for the Java development)

Java API for XML Web Services (JAX-WS) 2.0 (library for Java Web Services)
MySQL 5.0 (the database)

XDoclet 1.2.3 with XJavaDoc 1.5 (for attribute-oriented code generation)
JDBC Library 3.1 for MySQL (for database connectivity)

Log4j 1.2.14 (a Java based logging utility)

And make sure the following environment variables are set:

ANT_HOME
JAVA_HOME
JAXWS_HOME
JBOSS_HOME
JUNIT_HOME
XDOCLET_HOME
JUNIT_HOME
LOG4J_HOME

10.1.2 Build Procedures
Check out all the codes and binaries, the required procedures are listed as below:

Clean all code: run “ant clean®

Configure the environment: run “ant configure”
Generate all source codes: run “ant gen-src”
Generate the Java Documentation: run “ant javadoc”
EJB jar building: run “ant package-ejb*

WAR jar building: run “ant package-war”

EAR jar building: run “ant package-ear”

SOARP library jar building: run “ant package-soap*
ECSpec Editor building: run “ant package-editor”
Reader Emulator building: run “ant package-emulator”
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10.1.3 Deployment Procedures

The web services artefacts are packaged in the WAR file with the WSDL definitions, schema
documents and the endpoint implementation. The WAR file is served by the Tomcat inside JBoss.
It acts as the middleman between the EJB components and the SOAP client as the endpoint
implementation will call ALE EJB services internally. Therefore, the WAR and the EJB files are
packaged into an EAR file, as a J2EE application. And the resulting EAR file can be deployed to
JBoss.

The compiled and built packages are stored under the bin folder in the project directory:
» bin/lib/ale.ear (middleware service)
= bin/lib/adaptor-client.jar (library files for adaptor client)
= bin/lib/ale-soap.jar (library files for ALE SOAP client)

For deployment of middleware, copy ale.ear to JBoss, under
» $JBOSS_HOME\server\ale\deploy

For adaptor to ALE interfacing, copy the adaptor-client.jar to the classpath of the adaptor, see
also Adaptor to ALE interface in Process View.

For application to ALE interfacing, copy the ale-soap.jar to the classpath of the application, see
also SOAP Application APIs in Process View

10.1.4 Logging
All middleware logs are stored in {jposs.home}\server\ale\log\.

The adaptor®.log stores all logs related to the adaptor operations. The server*.log stores all logs
related to the internal processing of the middleware.

Daily log rotation is enabled with pattern yyyy-MM-dd which rollover at midnight of each day.
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11 Data View

The middleware gets tag data using a reader list which is populated from the logical to physical
reader mapping, giving a list of logical reader IDs. There is on/off settings for both logical and
physical readers, indicated by the ‘suppress’flag. There may be case that the logical reader list
specified by the user results in a list of all suppressed readers. In this case, the tag read in the
event cycle will be empty.

11.1 Table LOGICALREADER

The LOGICALREADER table is storing logical readers defined in the middleware.

Column name Type Description
logicalreader_id * varchar The ID of the logical reader
suppress boolean | // O=reader on; 1=reader off

Primary Key: logicalreader_id

11.2 Table READER

The READER table is storing hardware reader information defined in the middleware.

Column name Type Description

reader id * varchar The ID of the reader

suppress boolean | // O=reader on; 1=reader off
manufacturer varchar The name of the manufacturer
model varchar The model of the reader
ipaddress varchar The IP address of the reader

Primary Key: reader_id

11.3 Table READERMAPPING

The READERMAPPING table stores the mapping between logical readers and hardware
readers.

Column name Type Description
logicalreader_id * varchar The ID of the logical reader
reader_id * varchar The ID of the reader

Primary Key: logicalreader_id, reader_id
Foreign Key: logicalreader_id (of LOGICALREADER), reader_id (of READER)
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11.4 Table ECSPECINSTANCE

The ECSPECINSTANCE table is for manipulation of ECSpec via a J2EE entity bean.

Column name Type Description

specName * varchar The ECSpec name defined.

state Int The current state of ecspec
stateVersion int (internal) optimistic locking state.
previousStartTime bigint Start time for the previous event cycle
previousEndTime bigint End time for the previous event cycle
startTime bigint Start time for the current event cycle
specXML blob Normalized ECSpec XML in raw format

Primary Key: specName

Note:

1. This table should be only modified by JBoss application server.
2. Other field inside the table but not listed here are for internal debugging purpose.

11.5 Table SPECURLS

The SPECURLS table is for storing notification URLs. It is of a 1:M mapping with the

ECSPECINSTANCE table.

Column name Type Description
specName * varchar The ECSpec name for the notification url.
NotificationUrl varchar The notification url.

Foreign Key: specName (of ECSPECINSTANCE)

Note:

1. This table should be only modified by JBoss application server.
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11.6 Table READ_EVENT

The READ_EVENT table records the event received from the hardware reader in each read
cycle.

Column name Type Description

event_id * bigint Auto-generated id for the event
reader _id varchar The id of the hardware reader
timestamp datetime | Timestamp for the event received

Primary Key: event_id
Foreign Key: reader_id (of READER)

11.7 Table READ_TAG
The READ_TAG table stores the tags received from the hardware reader in a event.

Column name Type Description
event_id * bigint Auto-generated id for the event
tag_id varchar Tag ID in EPCGlobal Tag URI format

Primary Key: event_id, tag_id
Foreign Key: event_id (of READ_EVENT)
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12 System Properties

The CUHK RFID middleware is based on J2EE technologies and leverages many of its important
qualities.

12.1 Extensibility

The system is built around a modular architecture. All the core functionalities of the system are
built as EJB components, e.g. ReportGenerator as a stateless session bean, ECSpecinstance as
an entity bean. New features can be added to the system by writing new beans, without rewriting
existing pieces; and existing pieces can be modified to fit changing needs quickly and efficiently.

12.2 Scalability

Clustering allows one to add more server hardware to handle more requests and is important for
high traffic applications. Our system is configured and deployed on JBoss, which comes with
clustering support and its support is transparent to applications. This means the system can be
setup to run in a cluster by changing a few configurations, without changing the programming
codes. By making such configurations, those server instances can detect each other and
automatically form a cluster.

12.3 Portability

The whole system is developed in Java, and can be run on different types of machines without
changes, such as recompilation or tweaks to the source codes. And the MySQL database that we
are using is also available in major platforms, such as Windows, Linux, Solaris, FreeBSD, Mac
OS, etc. Therefore, the whole RFID system setup is portable across platforms.

12.4 Reliability

The system can be configured to run on several parallel servers as cluster nodes. The load is
distributed across different servers, and even if any of the servers fails, the application is still
accessible via other cluster nodes. This makes the system fail-safe.

The system is also configured with a persistence setup, which means that even the JBoss
application server is stopped manually; a restart of the server will resume all the working state of
the system without any failures.
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