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Abstract Model Driven Engineering (MDE) has achieved success in
many areas of software development. However, despite its success, MDE
faces some key challenges in practice. One of these challenges is model
reuse. Modellers usually build models from scratch instead of reusing
existing models. This makes modelling a more difficult task than coding,
since modern programming languages provide libraries facilitating code
reuse. This paper presents concern-driven software development — a new
development process that focuses on concerns as primary artifacts. A
concern groups related models serving the same purpose, and provides
interfaces to facilitate reuse. We discuss the vision of concern driven
development and discuss how concerns can be modelled at the design
phase. We also discuss how we plan to address the challenge of model
reuse in concern-driven development, by using concern libraries and tool
support.

1 Introduction
This article presents concern-driven development (CDD), a development pro-
cess that allows large-scale model reuse. In CDD, we focus on key challenges
that MDE faces. One main challenge that we address is reusability. Models of
evolving complex systems grow in size to an extent that individual model views
are hard to understand and maintain. In addition, creating complex models from
scratch is time consuming and the lack of model reuse leads to the creation of
many redundant models. CDD aims at integrating Aspect-Orientation Modelling
(AOM) [18] with MDE to overcome this challenge. AOM is a new paradigm that
has been successfully used to separate crosscutting concerns (aspects) within
software models, allowing the developer to reason about each concern individu-
ally. The model weaver then performs an elaborate model transformation which
merges and composes related model elements from each concern to produce a
final model (in which the concerns are linked). Previous research provides evi-
dence that AOM can be used to build models of complex systems by composing
together many interdependent simple concern models.

A concern addresses a domain of interest for the modeller. It encapsulates
a set of models at potentially different phases of software development that
pertain to some points of interest of a developer or stakeholder. A concern has
a root phase, i.e. it starts to be relevant at a certain point during software
development. For example, some concerns appear at the requirements phase, e.g.
security, since they are of relevance to external stakeholders. Other concerns, for
instance database integration, appear during the architecture or design phase.
For the root phase and all subsequent phases, models are built to express the
properties of relevance for that phase using the most appropriate formalism.



Models should be as general as possible, and provide a composition interface
that allows a developer to specify how to customize the models to a specific
context, as well as how to compose them with models of other concerns at
the same level of abstraction. Concern models should also include all relevant
variations/choices that are available to developers, if any, together with guidance
on how to choose among those variations when moving from one phase to the
next. Finally, a concern should also define the model transformations that link
the models established at different levels of abstraction.

The rest of the paper is structured as follows. Section 2 presents concerns —
the primary artefact of CDD and discusses the concern interfaces that facilitate
reuse. Section 3 provides a methodology to realize concern-oriented reuse at the
design phase. In particular, we discuss case studies, tool support and reusable
concern library. Finally, in section 4, we draw some conclusions and provide a
future outlook.

2 Concerns as a Unit of Reuse

Software reuse is a powerful concept that originated in the sixties, and is defined
as the process of creating new software using existing software artifacts. To make
software reuse applicable, reusing an artifact should be easier than constructing it
from scratch. This entails that the reusable artifacts are easy to understand, find,
and apply [12]. There are characteristics of software artifacts that facilitate reuse,
e.g., grouping, encapsulation, information hiding, and well-defined interfaces.

2.1 Units of Reuse

Until now, we focused primarily on modelling concerns at the design phase, but
we are planning to extend our study to other phases, particularly the requirement
phase. The most popular units of reuse for software designs include classes,
components, frameworks, design patterns, and software product lines (SPL). We
extended a particular unit of reuse, namely, Reusable Aspect Models (RAM) [11],
to illustrate concern-oriented software design. RAM is an aspect-oriented multi-
view modelling approach for software design modelling. A RAM model consists
of a UML package specifying the structure and the behaviour of a software design
using class, sequence, and state diagrams.

Reusability is a key element in RAM. Each model has a well-defined model
interface [3] (explained in more detail in the next subsection), which specifies
how the design can be (re)used within other models. Having an explicit model
interface makes it possible to apply proper information hiding principles [15]
by concealing internal design details from the rest of the application. Thanks
to aspect-oriented techniques, this is possible even if the encapsulated design
details crosscut the rest of the application design. RAM also offers the modeller
the possibility to create model hierarchies, which allows one RAM model to
reuse the structure and behaviour of another RAM model within its design.
Model composition techniques are used to flatten aspect hierarchies to create
the final software design model.



2.2 Concern Interfaces

Units of reuse such as the ones discussed above typically either explicitly or
implicitly define interfaces that detail how the unit is supposed to be reused.
We classify these interfaces here into three kinds: usage, customization, and
variation interfaces. We discuss in details the specific concern interfaces related
to the extended version of RAM in [5].

Usage Interface: The usage interface for units that are used in software
design specifies the design structure and behaviour that the unit provides to the
rest of the application. In other words, the usage interface presents an abstraction
of the functionality encapsulated within the unit to the developer. It describes
how the application can trigger the functionality provided by the unit.

For instance, for classes the usage interface is the set of all public class prop-
erties, i.e., the attributes and the operations that are visible and accessible from
the outside. For components, the usage interface is the set of services that the
component provides (i.e., the provided interface). For frameworks, design pat-
terns, and SPLs, the usage interface is comprised of the usage interfaces of all
the classes that the framework/pattern/SPL offers.

Customization Interface: Typically, a unit of reuse has been purposely
created to be as general as possible so that it can be applied to many differ-
ent contexts. As a result it is often necessary to tailor the general design to a
specific application context. The customization interface of a reusable software
design unit specifies how to adapt the reusable unit to the specific needs of the
application under development.

For example, the customization interface of generic or template classes allows
a developer to customize the class by instantiating it with application-specific
types. For components, the customization interface is comprised of the set of
services that the component expects from the rest of the application to function
properly (i.e., the required interface). The developer can use this information at
configuration time to plug in the appropriate application-specific services. The
customization interface for frameworks and design patterns is often comprised
of interfaces/abstract classes that the developer has to implement/subclass to
adapt the framework to perform application-specific behaviour.

Variation Interface: The variation interface captures the variations offered
by a concern as well as the impact of a selection of variations on high-level
goals such as non-functional application properties. Variations are best expressed
at a high level of abstraction, where details of the variation can be ignored
and the focus can be on the relationships among offered variations. Feature
modelling [10] and goal modelling of URN standard [9] have addressed these
modelling requirements, and hence we make use of feature and goal modelling
techniques in the specification of the variation interface. Software Product Lines
use feature models to express variations [16]. However, in SPL, the application
of feature models is limited to express variation of different products.

3 Methodology

To reach our goal, we will work on case studies, concern library and tool support.
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Figure 1. Concern Metamodel

3.1 Case studies

The bCMS [6] was proposed as a common case study for the AOM commu-
nity and the models of participating approaches are available in a public repos-
itory [1]. We are planning to model the entire bCMS using CDD, including
non-functional requirements, design variations, and communication protocol. Al-
though the focus of our work is at design phase, we model the requirement-level
concerns using AoURN [13]. AoURN is a notation that uses the use case maps,
allowing the modeller to capture the interaction scenarios that a system supports
as well as the impact these scenarios have on high level goals. At the design level
we will use the extended version of RAM that supports CDD as discussed earlier.

We are also planning to apply our concern-driven approach to an industrial
case study — slot machines [7]. A slot machine is used in the casino gambling
industry and its system contains significant number of crosscutting concerns.
Both bCMS and slot machines depends on other concerns related to network-
ing, security, workflow middleware [4] and data structures, making them good
candidates to study concern dependencies and interactions.

3.2 Tool support

Figure 1 shows a metamodel that a potential modelling approach should extend
to support concern-oriented reuse. The Concern is added as a new root model
element that groups together one or more aspects. The concern exposes a Vari-
ationInterface, which defines a set of features (Feature). Concern groups Models
which may include usage interface (usagelFElements) or customization inter-
face elements (customizationIFElements). A concern can reuse other concerns
through instantiation (Instantiation) and establishing mappings (Mapping) to
model elements of the instantiated concern. We extended the RAM metamodel
to support the metamodel depicted in Figure 1 [5]. RAM provides a multitouch-
enabled tool for agile software design modelling aimed at developing scalable
and reusable software design models [2]. The tool gives the designer access to a
library of reusable design models encoding essential recurring design concerns.
We are currently extending the RAM tool to support concern-oriented design
models.



3.3 Library of Design Concerns

One of the main success factors for the programming language Java is the exis-
tence of an extensive standard library that contains commonly used code, such as
searching algorithms, graphical user interfaces, and data structures. Bran Selic,
one of the founders of MDE, has recently said [17]: “People complain about UML
being too big. I say Java is even bigger. But still people don’t complain about
Java, because it has an extensive library.” A similar observation was made by Jon
Whittle, who found in his large-scale quantitive study that model reuse is not a
common practice among the MDE practitioners, and companies that abandoned
MDE found that without model reuse, modelling is too time consuming [19].

We are building a library of commonly reusable concerns in our tool. Cur-
rently, we have modelled 9 design patterns presented in [8], workflow middleware,
and models related to security and networking middlewares. We continue to add
more reusable models to the library.

4 Summary and Outlook

This article presents concern-driven development (CDD) that allows modellers
to easily reuse existing models. Concern is a broad unit of reuse that groups
related models and provides the modeller with three types of interfaces that fa-
cilitate reuse — usage, customization, and variation interfaces. We discussed how
we applied CDD at the design phase by extending RAM to support the con-
cern metamodel. Our approach will also provide a library of commonly reusable
concerns and a tool support.

In future work, we plan to more tightly couple the AoURN/SPL tool jUCM-
Nav [14] and the RAM tool TouchRAM [2], so that feature configurations se-
lected in jJUCMNav are automatically communicated to the RAM weaver. Fur-
thermore, we are investigating how to automate the generation of the combined
variation interface of two concerns (e.g., when an aspect of one concern reuses
features of another concern). We are also working on larger case studies involving
transaction and security concerns, and plan to undertake controlled experiments
with designers regarding the usability and cost-effectiveness of concern-oriented
software design.

If adopted on a large scale, we believe that concern-orientation has the po-
tential to revolutionize software design reuse. It enables the creation of standard
design concern libraries. Vendors can sell design concerns that target specific do-
mains. Developers can become specialists responsible for the maintenance and
evolution of specific design concern libraries. Ultimately, libraries, reuse, and
specialization would provide a clear structure to software development, and as a
result align the practice of software engineering closer to what is done in other
engineering disciplines.
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